**Лабораторная работа № 7**

**Основы XML, XSL**

Цель работы­: изучить методику создания XML-документа, язык XSL, который позволяет преобразовать документы XML,  используя язык преобразований XSLT.

XML (Extensible Markup Language) - это язык разметки, описывающий целый класс объектов данных, называемых XML- документами. Этот язык используется в качестве средства для описания грамматики других языков и контроля за правильностью составления документов. Т.е. сам по себе XML не содержит никаких тэгов, предназначенных для разметки, он просто определяет порядок их создания. Кроме того, XML-документы могут выступать в качестве уникального способа хранения данных, который включает в себя одновременно средства для разбора информации и представления ее на стороне клиента. XML позволяет также осуществлять контроль за корректностью данных, хранящихся в документах, производить проверки иерархических соотношений внутри документа и устанавливать единый стандарт на структуру документов, содержимым которых могут быть самые различные данные. Это означает, что его можно использовать при построении сложных информационных систем, в которых очень важным является вопрос обмена информацией между различными приложениями, работающими в одной системе. Создавая структуру механизма обмена информации в самом начале работы над проектом, менеджер может избавить себя в будущем от многих проблем, связанных с несовместимостью используемых различными компонентами системы форматов данных.

В общем случае XML- документы должны удовлетворять следующим требованиям:   
**1)** В заголовке документа помещается объявление XML, в котором указывается язык разметки документа, номер его версии и дополнительная информация.  
**2)** Каждый открывающий тэг, определяющий некоторую область данных в документе обязательно должен иметь своего закрывающего "напарника".

**3)** В XML учитывается регистр символов.  
**4)** Все значения атрибутов, используемых в определении тэгов, должны быть заключены в кавычки.

**5)**Вложенность тэгов в XML строго контролируется, поэтому необходимо следить за порядком следования открывающих и закрывающих тэгов.  
**6)** Вся информация, располагающаяся между начальным и конечными тэгами, рассматривается в XML как данные и поэтому учитываются все символы форматирования (т.е. пробелы, переводы строк, табуляции).

**Пример:** создать **XML-документ,**в котором содержится информация о книгах: автор, название и цена книги.

<?xml version="1.0" encoding="windows-1251"?>            *// декларацияXML*  
<?xml-stylesheet type="text/xsl" href="example"?>   // связывает наш документ   с таблицей стилей XSL

<library>  
<book>  
<author>ЛЕВ ТОЛСТОЙ</author>

<name>"АННА КАРЕНИНА"</name>

<price currency="р.">6000</price>

</book>

<book>

<author>МИХАИЛ ШОЛОХОВ</author>

<name>"ТИХИЙ ДОН"</name>

<price currency="р.">10000</price>

</book>  
</library>

Любой XML- документ должен всегда начинаться с инструкции **<?xml?>**, внутри которой также можно задавать номер версии языка, номер кодовой страницы и другие параметры, необходимые программе-анализатору в процессе разбора документа.

       Обратите внимание на вторую строку документа, где инструкция **xml-stylesheet** связывает наш документ с таблицей стилей XSL. Синтаксис этой инструкции одинаков как для привычных таблиц CSS, так и для XSL, отличаясь только атрибутом type, который приобретает соответственно значения text/css и text/xsl. Атрибут href знаком нам по языку HTML и содержит ссылку на файл с таблицей стилей.

       Набором всех элементов, содержащихся в документе, задается его структура и определяются все иерархические соотношения. Для корневого элемента нашего документа используется **library.**Тэги book, author, name, priceявляются вложенными тегами.  Тэг **book** означает то, что речь пойдёт о книгах; тэг **author**– об авторе книги, тэг **name**– о названии книги, тэг **price**– о цене книги.

Таким образом, если, например, мы считаем, что для обозначения элемента *rose* в документе необходимо использовать тэг *<flower>*;, то XML позволяет свободно использовать определяемый нами тэг и мы можем включать в документ фрагменты, подобные следующему:

<flower>rose</flower>

Набор тэгов может быть легко расширен.

**Элементы данных**

Элемент - это структурная единица XML- документа. Заключая слово rose в в тэги <flower> </flower> , мы определяем непустой элемент, называемый <flower>, содержимым которого является *rose*. В общем случае в качестве содержимого элементов могут выступать как просто какой-то текст, так и другие, вложенные, элементы документа, секции CDATA, инструкции по обработке, комментарии, - т.е. практически любые части XML- документа.

Любой непустой элемент должен состоять из начального, конечного тэгов и данных, между ними заключенных.

Например, следующие фрагменты будут являться элементами:

<flower>rose</flower>

<city>Novosibirsk</city> ,а эти - нет:

<rose>

<flower>

Производя в последствии поиск в этом документе, программа клиента будет опираться на информацию, заложенную в его структуру - используя элементы документа. Т.е. если, например, требуется найти нужный университет в нужном городе, используя приведенный фрагмент документа, то необходимо будет просмотреть содержимое конкретного элемента <university>, находящегося внутри конкретного элемента <city>. Поиск при этом, естественно, будет гораздо более эффективен, чем нахождение нужной последовательности по всему документу.

В XML документе, как правило, определяется хотя бы один элемент, называемый корневым и с него программы-анализаторы начинают просмотр документа. В приведенном примере этим элементом является <country>

В некоторых случаях тэги могут изменять и уточнять семантику тех или иных фрагментов документа, по разному определяя одну и ту же информацию и тем самым предоставляя приложению-анализатору этого документа сведения о контексте использования описываемых данных. Например, прочитав фрагмент<city>Holliwood</city> мы можем догадаться, что речь в этой части документа идет о городе, а вот во фрагменте <restaurant>Holliwood</restaurant> - о ресторане.

В случае, если элемент не имеет содержимого, т.е. нет данных, которые он должен определять, он называется пустым. Примером пустых элементов в HTML могут служить такие тэги HTML, как <br>, <hr>, <img>;. Необходимо только помнить, что начальный и конечные тэги пустого элемента как бы объединяется в один, и надо обязательно ставить косую черту перед закрывающей угловой скобкой (например, <empty/>;)

**Конструкции языка**

Содержимое XML- документа представляет собой набор элементов, секций CDATA, директив анализатора, комментариев, спецсимволов, текстовых данных. Рассмотрим каждый из них подробней.

**Комментарии**

Комментариями является любая область данных, заключенная между последовательностями символов <!-- и --> Комментарии пропускаются анализатором и поэтому при разборе структуры документа в качестве значащей информации не рассматриваются.

**Атрибуты**

Если при определении элементов необходимо задать какие-либо параметры, уточняющие его характеристики, то имеется возможность использовать атрибуты эдлемента. Атрибут - это пара "название" = "значение", которую надо задавать при определении элемента в начальном тэге. Пример:

<color RGB="true">#ff08ff</color>

<color RGB="false">white</color>

или

<author id=0>Ivan Petrov</author>

Примером использования атрибутов в HTML является описание элемента <font>:

<font color=”white” name=”Arial”>Black</font>

**Cпециальные символы**

Для того, чтобы включить в документ символ, используемый для определения каких-либо конструкций языка (например, символ угловой скобки) и не вызвать при этом ошибок в процессе разбора такого документа, нужно использовать его специальный символьный либо числовой идентификатор. Например, &lt; , &gt; &quot; или &#036;(десятичная форма записи), &#x1a (шестнадцатеричная) и т.д. Строковые обозначения спецсиволов могут определяться в XML документе при помощи компонентов (entity), о чем мы еще поговорим немного позже.

**Директивы анализатора**

Инструкции, предназначенные для анализаторов языка, описываются в XML документе при помощи специальных тэгов - *<?*и *?>*;. Программа клиента использует эти инструкции для управления процессом разбора документа. Наиболее часто инструкции используются при определении типа документа (например, <? Xml version=”1.0”?>) или создании пространства имен.

**CDATA**

Чтобы задать область документа, которую при разборе анализатор будет рассматривать как простой текст, игнорируя любые инструкции и специальные символы, но, в отличии от комментариев, иметь возможность использовать их в приложении, необходимо использовать тэги <![CDATA] и ]]>. Внутри этого блока можно помещать любую информацию, которая может понадобится программе- клиенту для выполнения каких-либо действий (в область CDATA, можно помещать, например, инструкции JavaScript). Естественно, надо следить за тем, чтобы в области, ограниченной этими тэгами не было последовательности символов**.**

Как видно, сам процесс создания XML документа очень прост и требует от нас лишь базовых знаний HTML и понимания тех задач, которые мы хотим выполнить, используя XML в качестве языка разметки. Таким образом, у разработчиков появляется уникальная возможность определять собственные команды, позволяющие им наиболее эффективно определять данные, содержащиеся в документе. Автор документа создает его структуру, строит необходимые связи между элементами, используя те команды, которые удовлетворяют его требованиям и добивается такого типа разметки, которое необходимо ему для выполнения операций просмотра, поиска, анализа документа.

Документы XML используют для разделения содержания сайта и его дизайна, так как они хорошо подходят для хранения информации. Ведь главная задача XML - это структурирование информации, а не ее отображение.

**Язык XSL** включает в себя несколько компонентов, но в первую очередь, интересует такая его составная часть, как язык преобразований XSLT (XSL Transformation Language), который позволяет преобразовать документы с одного диалекта XML на другой.

Для того чтобы ознакомиться, как работает эта технология, нам понадобится XML-файл (который описан выше) и файл с набором инструкций для преобразований XSLT, который часто называют таблицей стилей XSL.

**Пример XSL-документа:**

<?xml version="1.0" encoding="windows-1251"?>    *//* декларация XML  
<xsl:stylesheetversion="1.0"xmlns:xsl="http://www.w3.org/1999/XSL/Transform">

       <xsl:template match="library">     *//*создание шаблона для   корневого элемента документа  
          <html>  
          <head>  <title>  Книги  </title> </head>  
         <body>  
          <table border="1" cellspacing="0" cellpadding="3"> <xsl:apply-templates/>

          </table>  
          </body>  
          </html>  
       </xsl:template>

     <xsl:templatematch="book">                    *//* создающий для каждого элемента строку таблицы

         <tr> <xsl:apply-templates /> </tr>

         </xsl:template>

        <xsl:template match="author | name | price">   *//*для указанных элементов применяется  один и тот же шаблон

         <td> <xsl:apply-templates/>

         <xsl:value-ofselect="@currency" />           *//* извлечение значения  атрибута currency и помещение его в итоговый документ

</td>

</xsl:template>

        <xsl:template match="text()"> <xsl:value-of select="." />  
        </xsl:template>

</xsl:stylesheet>

Язык XSLT сам является подмножеством XML, и поэтому правила оформления таблицы стилей должны подчиняться всем правилам оформления XML-документов. Первой строкой нашего файла как раз и будет декларация XML, но в данном случае нам необходимо указать схему с описанием диалекта языка XSLT, по правилам которого мы составили наш документ. Это указание необходимо для программ, которые будут обрабатывать XML-документ с таблицей стилей, будь то браузеры или XSLT-процессоры, для подтверждения, что мы используем общепринятую схему для данного диалекта.

Строка **<xsl:stylesheetversion="1.0" xmlns:xsl="http://www.w3.org/ 1999/ XSL/Transform">**  указывает, что мы будем использовать схему для создания таблиц стилей xsl:stylesheet, которую можно обнаружить по адресу, указанному в атрибуте xmlns:xsl. Здесь также появляется префикс xsl, который задает название пространства имен, используемых в этой схеме. Он встретится во всех тегах нашей таблицы стилей XSL, указывая на их принадлежность к языку XSLT.

Первым делом, надо создать шаблон для корневого элемента нашего документа **library**, с помощью тега xsl:template с атрибутом match, задающим элемент, для которого шаблон будет применён. В нашем случае задаем в соответствие корневому элементу стандартные блоки HTML-документа: html, head, title, body, а также создаем таблицу для более удобного представления информации, хранящейся в XML-документе. В блоке body мы применили инструкцию, задача которой - передать содержание элемента libraryна обработку остальных шаблонов в нашей таблице стилей. Так как это корневой элемент, содержащий все элементы, то и для них будут применены прописанные далее в таблице шаблоны. По такому же принципу построен шаблон для тега **book**, создающий для каждого элемента строку таблицы.

В следующем шаблоне используем конструкции языка XPath. Его задача - обнаруживать определенные узлы XML по описанию заданному пользователем и передавать их другим инструментам, обрабатывающим документ XML. Благодаря ему мы можем воспользоваться **оператором** "**|**" в качестве логического "ИЛИ" для указания элементов, к которым мы хотим применить один и тот же шаблон. Таким образом, мы создаем один шаблон для элементов author, name и price.

Команда **xsl:value-of** извлекает значение узла XML и помещает его в итоговый документ. Последний шаблон нашего документа обрабатывает текстовое содержание тегов XML, что также указывается с помощью команды XPath text(). Этот шаблон прописывать было не обязательно, так как предыдущий шаблон неявно передает на обработку содержание узлов author, name и price, даже без наших указаний. Тем не менее явная обработка текстовых элементов документа делает наш шаблон более понятным. В команде xsl:value-of в атрибуте select тоже используется команда XPath ".", которая ссылается на текущий элемент. Таким образом, последний шаблон выполняется при нахождении текстовой строки, извлечет ее значение и поместит в результирующий документ. Команда xsl:value-of используется также в шаблоне для элементов author, name, price - для извлечения значения атрибута currency тега price. В языке XPath символ "@" используется для обозначения атрибутов элементов, а выражение **<xsl:value-ofselect= "@currency"/>**дает указание извлечь значение атрибута currency и поместить его в итоговый документ. Так как атрибут currency есть только в теге price, то во время обработки тегов author и name не будет возвращено никаких значений, что позволяет использовать эту инструкцию в одном шаблоне для нескольких тегов.

Результат обработки XML-документа с помощью нашей таблицы стилей XSL можно посмотреть браузерах последнего поколения: браузер показывает источник нашего документа как xml-документ, а в окне браузера он отображается как web-страница - со всей информацией, которую хотели вывести:

**Команды XSL**

# Элемент <xsl:for-each>

Применяет шаблон несколько раз - по очереди к каждому узлу набора.

<xsl:for-each

select = Expression

</xsl:for-each>

# *Пример :*

Файл XSLT в данном примере задает структуру документа вывода. Вывод представляет собой элемент верхнего уровня HTML, содержащий элементы <BODY> и<TABLE>. Таблица содержит по нескольку записей для каждого клиента. Файл XSLT также использует шаблоны для создания элементов <TD> для исходных элементов имени, адреса и телефона.

### **XML-файл (customers.xml)**

<?xml version="1.0"?>

<?xml-stylesheet type="text/xsl" href="foreach.xsl" ?>

<customers>

<customer>

<name>John Smith</name>

<address>123 Oak St.</address>

<state>WA</state>

<phone>(206) 123-4567</phone>

</customer>

<customer>

<name>Zack Zwyker</name>

<address>368 Elm St.</address>

<state>WA</state>

<phone>(206) 423-4537</phone>

</customer>

<customer>

<name>Albert Aikens</name>

<address>368 Elm St.</address>

<state>WA</state>

<phone>(206) 423-4537</phone>

</customer>

<customer>

<name>Albert Gandy</name>

<address>6984 4th St.</address>

<state>WA</state>

<phone>(206) 433-4547</phone>

</customer>

<customer>

<name>Peter Furst</name>

<address>456 Pine Av.</address>

<state>CA</state>

<phone>(209) 765-4321</phone>

</customer>

<customer>

<name>Dan Russell</name>

<address>9876 Main St.</address>

<state>PA</state>

<phone>(323) 321-7654</phone>

</customer>

</customers>

### **XSLT-файл (foreach.xsl)**

<?xml version="1.0"?>

<xsl:stylesheet version="1.0"

xmlns:xsl="http://www.w3.org/1999/XSL/Transform" >

<xsl:template match="/">

<HTML>

<BODY>

<TABLE>

<xsl:for-each select="customers/customer">

<xsl:sort select="state" order="descending"/>

<xsl:sort select="name"/>

<TR>

<TD><xsl:value-of select="name" /></TD>

<TD><xsl:value-of select="address" /></TD>

<TD><xsl:value-of select="phone" /></TD>

</TR>

</xsl:for-each>

</TABLE>

</BODY>

</HTML>

</xsl:template>

</xsl:stylesheet>

### **Вывод**

Далее приведен форматированный вывод.

![Форматированные выходные данные](data:image/gif;base64,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)

# Элемент <xsl:if>

Позволяет создавать простые условные фрагменты шаблонов.

<xsl:if

test = boolean-expression

</xsl:if>

# *Пример :*

В этом примере имена в группе имен форматируются в виде списка, разделенного запятой.

## [XML-файл (names.xml)](javascript:void(0))

<?xml version='1.0'?>

<?xml-stylesheet type="text/xsl" href="ifcomma.xsl" ?>

<namelist>

<name>Albert</name>

<name>Terrance</name>

<name>Will</name>

<name>Sylvia</name>

<name>Timothy</name>

<name>Gordon</name>

<name>James</name>

<name>Robert</name>

<name>Dan</name>

<name>Sasha</name>

</namelist>

## [XSLT-файл (ifcomma.xsl)](javascript:void(0))

<?xml version='1.0'?>

<xsl:stylesheet version="1.0"

xmlns:xsl="http://www.w3.org/1999/XSL/Transform" >

<xsl:template match="namelist/name">

<xsl:apply-templates/>

<xsl:if test="position()!=last()">, </xsl:if>

</xsl:template>

</xsl:stylesheet>

## [Вывод](javascript:void(0))

Далее приведен форматированный вывод.

Albert, Terrance, Will, Sylvia, Timothy, Gordon, James, Robert, Dan, Sasha

# Элемент <xsl:value-of>

Вставляет значение выбранного узла в виде текста.

<xsl:value-of

select = Expression // обязательный атрибут

disable-output-escaping = "yes" | "no" //значения по умолчанию

</xsl:value-of>

# *Пример :*

Приведенный далее файл XSLT создает элемент <p> из элемента <person> с дочерними элементами <given-name> и <family-name>. Элемент <p> будет содержать строковое значение первого дочернего элемента <given-name> текущего узла, за которым будет следовать пробел и строковое значение первого дочернего элемента <family-name> текущего узла.

### **XML-файл (family.xml)**

<?xml version="1.0"?>

<?xml-stylesheet type="text/xsl" href="family.xsl"?>

<family>

<person>

<given-name age="10">Fred</given-name>

<family-name>Smith</family-name>

</person>

<person>

<given-name age="13">Jill</given-name>

<family-name>Jones</family-name>

</person>

</family>

### **XSLT-файл (family.xsl)**

<?xml version='1.0'?>

<xsl:stylesheet version="1.0"

xmlns:xsl="http://www.w3.org/1999/XSL/Transform">

<xsl:template match="person">

<p>

<xsl:value-of select="given-name"/>

<xsl:text> </xsl:text>

<xsl:value-of select="family-name"/>

</p>

</xsl:template>

</xsl:stylesheet>

### **Вывод**

Далее приведен форматированный вывод.

Fred Smith

Jill Jones

# Элемент <xsl:template>

Определяет повторно используемый шаблон для формирования желаемого вывода для узлов определенного типа в определенном контексте.

<xsl:template

name= Qname

match = Pattern // шаблон, к которому применяется правило

priority = number // номер приоритета для шаблона

mode = QName // значение режима

</xsl:template>

# *Пример :*

У этого правила шаблона есть шаблон, который обнаруживает элементы <stock> и создает в качестве вывода элемент <DIV> с атрибутом STYLE="font-weight:bold":

### **XML-файл (portfolio.xml)**

<?xml version="1.0"?>

<?xml-stylesheet type="text/xsl" href="templ.xsl"?>

<portfolio xmlns:dt="urn:schemas-microsoft-com:datatypes" xml:space="preserve">

<stock exchange="nyse">

<name>zacx corp</name>

<symbol>ZCXM</symbol>

<price dt:dt="number">28.875</price>

</stock>

<stock exchange="nasdaq">

<name>zaffymat inc</name>

<symbol>ZFFX</symbol>

<price dt:dt="number">92.250</price>

</stock>

<stock exchange="nasdaq">

<name>zysmergy inc</name>

<symbol>ZYSZ</symbol>

<price dt:dt="number">20.313</price>

</stock>

</portfolio>

### **XSLT-файл (templ.xslt)**

<?xml version='1.0'?>

<xsl:stylesheet version="1.0"

xmlns:xsl="http://www.w3.org/1999/XSL/Transform">

<xsl:template match="stock">

<DIV STYLE="font-weight:bold">

Symbol: <xsl:value-of select="symbol" />,

Price: <xsl:value-of select="price" />

</DIV>

</xsl:template>

</xsl:stylesheet>

### **Вывод**

Далее приведен форматированный вывод.

Symbol: ZCXM, Price: 28.875

Symbol: ZFFX, Price: 92.250

Symbol: ZYSZ, Price: 20.313

# Элемент <xsl:text>

Создает текстовый узел на основе таблицы стилей. Узлы, содержащие только пробелы, в выводе сохраняются.

<xsl:text

disable-output-escaping = "yes" | "no"> // значения по умолчанию

</xsl:text>

# *Пример :*

### **XML-файл (text.xml)**

<?xml version="1.0"?>

<topic>

<text>First line.</text>

<text>Second line.</text>

<text></text>

</topic>

### **XSLT-файл (text.xsl)**

Данная таблица стилей использует пустые элементы <xsl:text/>, чтобы удалить все символы пробелов (пробелы, переводы строк и символы табулятора), которые были бы созданы правилами шаблонов в противном случае. Результат в виде форматированного вывода:

<?xml version='1.0'?>

<xsl:stylesheet version="1.0"

xmlns:xsl="http://www.w3.org/1999/XSL/Transform">

<xsl:output method="text"/>

<xsl:template match="/">

<xsl:apply-templates/>

</xsl:template>

<xsl:template match="text">

<xsl:text/>"<xsl:value-of select="."/>"<xsl:text/>

</xsl:template>

</xsl:stylesheet>

# Элемент <xsl:copy>

Копирует текущий узел из источника в вывод.

<xsl:copy

use-attribute-sets = QNames// Разделенный пробелами список наборов атрибутов, заданный как список объектов

</xsl:copy>

# *Пример :*

Следующий код выполняет преобразование идентичности для всего документа. Преобразование идентичности копирует каждый узел источника в вывод, создавая логически эквивалентное дерево. Посимвольная эквивалентность не обеспечивается: сущности при этом подвергаются расширению, а пробелы, не помеченные как существенные, могут быть удалены.

### **XML-файл (booksshort.xml)**

<?xml version="1.0"?>

<?xml-stylesheet type="text/xsl" href="identityxfm.xsl"?>

<catalog>

<book id="bk101">

<author>Gambardella, Matthew</author>

<title>XML Developer's Guide</title>

<genre>Computer</genre>

<price>44.95</price>

<publish\_date>2000-10-01</publish\_date>

<description>An in-depth look at creating applications with

XML.</description>

</book>

<book id="bk102">

<author>Ralls, Kim</author>

<title>Midnight Rain</title>

<genre>Fantasy</genre>

<price>5.95</price>

<publish\_date>2000-12-16</publish\_date>

<description>A former architect battles corporate zombies,

an evil sorceress, and her own childhood to become queen of the

world.</description>

</book>

<book id="bk103">

<author>Corets, Eva</author>

<title>Maeve Ascendant</title>

<genre>Fantasy</genre>

<price>5.95</price>

<publish\_date>2000-11-17</publish\_date>

<description>After the collapse of a nanotechnology society

in England, the young survivors lay the foundation for a new

society.</description>

</book>

</catalog>

### **XSLT-файл (identityxfm.xsl)**

<?xml version="1.0"?>

<xsl:stylesheet version="1.0"

xmlns:xsl="http://www.w3.org/1999/XSL/Transform" >

<xsl:template match="/ | @\* | node()">

<xsl:copy>

<xsl:apply-templates select="@\* | node()"/>

</xsl:copy>

</xsl:template>

</xsl:stylesheet>

### **Вывод**

Далее приводится фрагмент форматированного вывода, усеченный справа:

Gambardella, MatthewComputer44.952000-10-01An in-depth look and her own childhood to become queen of the world.Corets, EvaFa

# Элемент <xsl:apply-templates>

Предписывает XSLT-процессору найти и применить соответствующий шаблон в зависимости от типа и контекста каждого выбранного узла.

<xsl:apply-templates

select = Expression // обязательный, исп. для узлов, выбранных с помощью данного выражения, вместо обработки всех узлов

mode = QName // Атрибут mode позволяет обрабатывать элемент согласно его имени

</xsl:apply-templates>

# *Пример :*

Таблица стилей в данном примере преобразует данные о заказчиках из формата XML в элемент HTML <TABLE>. В выводной таблице каждая строка соответствует заказчику, а столбцы содержат его имя, адрес и телефон. Элемент <xsl:sort> сортирует заказчиков по штатам, а внутри каждого штата - по именам.

## [XML-файл (customers.xml)](javascript:void(0))

<?xml version="1.0"?>

<?xml-stylesheet type="text/xsl" href="applyt.xsl" ?>

<customers>

<customer>

<name>John Smith</name>

<address>123 Oak St.</address>

<state>WA</state>

<phone>(206) 123-4567</phone>

</customer>

<customer>

<name>Zack Zwyker</name>

<address>368 Elm St.</address>

<state>WA</state>

<phone>(206) 423-4537</phone>

</customer>

<customer>

<name>Albert Aikens</name>

<address>368 Elm St.</address>

<state>WA</state>

<phone>(206) 423-4537</phone>

</customer>

<customer>

<name>Albert Gandy</name>

<address>6984 4th St.</address>

<state>WA</state>

<phone>(206) 433-4547</phone>

</customer>

<customer>

<name>Peter Furst</name>

<address>456 Pine Av.</address>

<state>CA</state>

<phone>(209) 765-4321</phone>

</customer>

<customer>

<name>Dan Russell</name>

<address>9876 Main St.</address>

<state>PA</state>

<phone>(323) 321-7654</phone>

</customer>

</customers>

## [XSLT-файл (applyt.xsl)](javascript:void(0))

<?xml version="1.0"?>

<xsl:stylesheet version="1.0"

xmlns:xsl="http://www.w3.org/1999/XSL/Transform" >

<xsl:template match="/">

<HTML>

<BODY>

<TABLE border="1" cellspacing="0" cellpadding="2">

<xsl:apply-templates select="customers/customer">

<xsl:sort select="state"/>

<xsl:sort select="name"/>

</xsl:apply-templates>

</TABLE>

</BODY>

</HTML>

</xsl:template>

<xsl:template match="customer">

<TR>

<xsl:apply-templates select="name" />

<xsl:apply-templates select="address" />

<xsl:apply-templates select="state" />

<xsl:apply-templates select="phone" />

<xsl:apply-templates select="phone" mode="accountNumber"/>

</TR>

</xsl:template>

<xsl:template match="name">

<TD STYLE="font-size:14pt font-family:serif">

<xsl:apply-templates />

</TD>

</xsl:template>

<xsl:template match="address">

<TD> <xsl:apply-templates /> </TD>

</xsl:template>

<xsl:template match="state">

<TD> <xsl:apply-templates /> </TD>

</xsl:template>

<xsl:template match="phone">

<TD> <xsl:apply-templates /> </TD>

</xsl:template>

<xsl:template match="phone" mode="accountNumber">

<TD STYLE="font-style:italic">

1-<xsl:value-of select="."/>-001

</TD>

</xsl:template>

</xsl:stylesheet>

## [Вывод](javascript:void(0))

Далее приведен форматированный вывод.

![xsltrefappltm](data:image/gif;base64,R0lGODdh5QGiAPcAAAAAAIAAAACAAICAAAAAgIAAgACAgMDAwMDcwNTQyP/78DpupYCAgP8AAAD/AP//AAAA//8A/wD//////wAAAIAAAACAAICAAAAAgIAAgACAgMDAwMDcwNTQyP/78DpupYCAgP8AAAD/AP//AAAA//8A/wD//////wAAAIAAAACAAICAAAAAgIAAgACAgMDAwMDcwNTQyP/78DpupYCAgP8AAAD/AP//AAAA//8A/wD//////wAAAIAAAACAAICAAAAAgIAAgACAgMDAwMDcwNTQyP/78DpupYCAgP8AAAD/AP//AAAA//8A/wD//////wAAAIAAAACAAICAAAAAgIAAgACAgMDAwMDcwNTQyP/78DpupYCAgP8AAAD/AP//AAAA//8A/wD//////wAAAIAAAACAAICAAAAAgIAAgACAgMDAwMDcwNTQyP/78DpupYCAgP8AAAD/AP//AAAA//8A/wD//////wAAAIAAAACAAICAAAAAgIAAgACAgMDAwMDcwNTQyP/78DpupYCAgP8AAAD/AP//AAAA//8A/wD//////wAAAIAAAACAAICAAAAAgIAAgACAgMDAwMDcwNTQyP/78DpupYCAgP8AAAD/AP//AAAA//8A/wD//////wAAAIAAAACAAICAAAAAgIAAgACAgMDAwMDcwNTQyP/78DpupYCAgP8AAAD/AP//AAAA//8A/wD//////wAAAIAAAACAAICAAAAAgIAAgACAgMDAwMDcwNTQyP/78DpupYCAgP8AAAD/AP//AAAA//8A/wD//////wAAAIAAAACAAICAAAAAgIAAgACAgMDAwMDcwNTQyP/78DpupYCAgP8AAAD/AP//AAAA//8A/wD//////wAAAIAAAACAAICAAAAAgIAAgACAgMDAwMDcwNTQyP/78DpupYCAgP8AAAD/AP//AAAA//8A/wD//////wAAAIAAAACAAICAAAAAgIAAgP/78DpupYCAgP8AAAD/AP//AAAA//8A/wD//////ywAAAAA5QGiAAAI/wAnCBxIsKDBgwgTKlzIsKHDhxAjSpxIsaLFixgzatzIsaPHjyBDihxJsqTJkyhTqlzJsqXLlzBjypxJs6bNmzhz6tzJs6fPn0CDCh1KtKjDBEiTKl3KtKnTp1CjSp1KtarVq1izat3KtavXr2DDih1L9ikDhQkYqF3Ltq3bt3Djyp1Ld27aunjz6t279y5fu38DCx5M2C/hw4gTKx6cFu1ZoxEbQ6YomWPlyR0vY56suWDnzQg/g3bsUfRoyo9PGzU9gbVq16oHwpY4OzbD2rZvssaNmfdo3w2B5/acejjQ3cWNt06uXDZzjMKbR2/OEjl1gdMhZw/9/Dpp7zytT/8AQL68x/LoAaj8rJ4g+oLm3ad3j7E9dObv7Q/Uf7Bz+/jywUfefgmlxx+A4yGIkH7v7TegQfz5x9+CCU6I4IULziegfA8WuCGHEE4o4IEdClQiQeKZSOB59KUkYYsQKmSfiBXRSFtyDFq4kGb/rajieC3OeNCBMPrIUIcM/gikgxE+ZyOBQvrYo5IiJhkgfA2VOOWSXBoZI5Ve0philzY+KWNGZn4HZZFefqnkReqlGVxxOtL35GVR/millV1S+GabFNK4ZZ9NDrlQnWQmCmiRgh7Z55+Qlhkkm2J2hx2dbGbqkJyOoobljAqaySecj05UWZWfqlnqknvCKGqmDZ7/iaqhbPp3KK2Jjvpkjiee+CWiWGpq5KCjEqcqn/E1CGCciP7nrIoPmhcrRHhCyiWzHq7Yo5a+2gmiggmdmuWqly7K6qTDnglto9kCG6yXtmb7LpG6qgvmu4a626ak3jIarqXLuSrlvUCCa2KsQi6rZ0XiWsvqoAInWOHCDud57UMN22tjxvNGrKXGEC9q8cRuwoufvRGvma6fBwPKLoksm0svvhsDjOeFyjIZrbx5EotvZI8Vq62m027prMEXD3xUammOjCLTuCrastArWztrxT//yaOMwM78J79vXp0yrCWXHWfH/x4bNcEy4woxkgwHbSCtVM8aZdPTFkwt1Ifm8f30vjSbLa/UQUo7d8nsOkdzsoJLiXPMhEOZrIaURp3z0FX3ZzOmZSctbKl30x332phbLTrFg+e6N9lfcxcm4o1bTnSnboJd7ueEwl456U6T67Kwu6IbtqoGVVs7tEnbru2Arep9I+mKJi680WsnyentmROpefalt5x1pKbTPrb2ips7PMHki3w827JLTXXKFpspHuVMOlg/yRz6yjz+y15vbO3g6hb95jY5C/UPbubDns4WeDBfGa9Cj7Nf51zGK06BiltFK9GpkHatvB1wgqvCWbcWV8EKco1EJnRd2q6znaK0sHic04j/bMKbGaIMPDv/2px3XjgUHv4NdxCxYU1qKEMcYkyHLATYcHxYPiCOSztKBGEQjXhE4hmHiceJ4vOomEMu4mRMysHiT8Qoxs2U0Yv3seIStRgbMrIRh2dEo0V2U5Y62vGOeMyjHvfIxz768Y943NxiBklIBhimkIhMzCEVmchGOnIti3ykJCeZSDBe8Y2ncaMcVbhJmVhyjVTUZCf/N0qYfDI3cdyJKEupQFZWB4nUSaVOVslKWbryNrCUDiZ/s8s53TJgv3ylGlHZSzMWs4u3tGUwObk9CHIwS/TbSMiO1asDhqqaghrh9aSFzMNJ8YeFw+CIpsnABkJPZ9jMX8le1Kl0fshh3rvf/5WGFE2JldN814RZM5n5vof0ziLM85/x4pc7fBoQTRJcIfvgCU7UnYtt5GwemUZYUPBlqKEJfGjPptcupQGPUvqK5/o857AxpU8i/aQIOTkpUdAlUH9C/Bk5H5i7NNFUeC5lqENPqrFznq2JQAyp2F7VOTm9D1XS85mwTPrNW2U0IivdZ0u7divr1QdyQC3WT9UGQqre8HVPjFQAuxSv1IUwdj79HuKu+auYKRWeTJ0X3LTpuHh+0JwOxWXVppkwSVlVntvK5jhh6K9+qUlsMpWi8iwoObe+qay8w2pIsabWwFlUZYJLX824ylHGhahXmJsS9R66tMLNU66UTdjAAv+60o/tk6SwJaxYERuqDCHWd66KKNsgazbp2RN4vsXtRH+X19dpVqGvddfOwke+t41TtKsLUOgsy9ziLvefHiUlBEfK0tTZjqjEder5UmWkrRXotr4NXtaMWthg/dNr2ZUtPwFI2qshK6G/rZNAnZQ5wtltpz8drboq9bl6kvK7KAPvWe/p33x507wN1G2BT4vWYWGoveE03HJ3iru4elTA4wNr94qrRoJi2L4bpZjTtEdg9XWYb24TL26xy97+XhaY+HTs4BQc3PWG96PdS6mHowfivZoTuvUlMXJ/22D36jh5SH4UAp3X0PQelmVC42mInahf6Onnprq7b17/m91lpo10xTwrMzJVaCAUOhN/b/be/vgnTmdeb4P0BG2I8ryz+WjYz6CN4JflJsILtphKhY5WbT9bQl7JGL9+eyzTOOhodIIIuCVUJ1bxGuFzcvrTkW6ldsN4TM6UGrkx3fQYMZnqpnL/8ZS2UaZuTs1M4W4KilNE6C9h3UZau9DX8n3qo3u4y1brFI28fg2wiV2aZSt7mStJdiadHRRallLW0MboqC8ZSmqLupPYzva3ZQPIcpv73OhOt7rXze51C5KS8IZLJONNb0gWct71zrdc8K3vfvvb3sOMtbdX3exdD1zcAcexLrtd8GQeHOG13jYojWjtUYZb3NLmJcMz83BTQ9wkGQfNxWdScXB3/OPaTjkxN26Zk6/G5ShXeLABZ2uUtnUjN4OpoRl9OajOOSOSyU8BtRyvAFbp5wnGZo3LiTDKsbOqOqfnsStNYchlMH8Uzec7JQ7UMGGLRVLHOYwjVzc72RBU/2I/MfTMa+KTiirFkdszzZEHI/Y4ysTDfSncSXtR1r31zCLmuqi3quRhG7aypuoOmn8sbLAaW+H1Im+VVybmym617B5KaU5lrtNmja1tt/Ud4ckV+ujtbubbHn1UzXp4J0aXujbe/K09XcUttx7yfqr8hIP7qp17WdsKVvN2gYzeAVc9fO2L/GtRr/p1jUhyoW7+wy7YWHlC9usj/rDzmUzhUJe2sEiVL79apb/TVfjmPo4ab783MhA3qviyimxaW99PMLZdwMyicV353lck24dHSPI2ZYIwJLNhcndsepVbl1UolEVkrYM2MpV1LvZp5XUyrNd++TU7ssd9TmY5pf9XU7AneDLXdhn2dxB4Lii0YSEjGm8lYckTX9zlKakSMiPDMdzTZDamPOPFfj8DYWGHYVQWd4vXVRM4d5l1gqiHUQN0Pl7FZ3uiZ/AzaLmHU6GHf+2URuQ1enHWRMpFhSC1hO3yZwZDW6OWQl0YZPgVYa5FN0MnQGjVc/z3Ypx1Ly21g6cXZVImYizIhBqoMnv3gI9nK9uSWFyYfhyWYy8lPn2oNThyQ16Fd09Ge8gHhGFGiSqnQM2FPmh4hhrlMaHVdXxoh6H4hxlIdzIYghWFY8qnVFomfK5XhVkDZtQFd5CoOy8oYynWitoniiIYdNZUQM9HZ4OlhhoCjBOjYeBH5DdKx3NimH9wVjDcgoDLt4NN9yAP5E0cCIVYVozPlFsYpC8bJIFqGIzyNGOWVo47JkKIh46FtmQi+GwUN3CyWCMvl2u65kr/IWdMLJd2rhdWREFE94iPuURq+6gR62dzuGaP9BhM+dgbMPdF8viQzBZzItGQHhePDSeQFFmRA8ltGMlxBreRIUFH7VaSJnmSKJmSKrmSYvFu/zZJ/PaSjRSTgUGTMllvNnmTOjmTHTlxcBSRISmSH2GRCfmTGVlLEglxRFmPH9lyQSmUIOmOPgkeJbdJIwdtS/lrBQl0SVltXYlxPblyTcmPGgmVURlxeVhzQcRNKpWAl/aMkRZ8U4d0iddpyrJoqUeBHHiM/phBFPWFzeJ0+MFeRnd0U7d1IuVdY0WM5+Vmx8d5KQczfzkROaJSNtWIHUh2u3JQIHMRNIV5ZQhR/w+od5QXVP1kgFxid1VlZJDWN144Y61ogGDzh4c2jdInRLy3kHMYisPjVzC4OzH1mWQzIdf4mht4e5MYI0e1YJApl3j3gVp4nPSXL/N3iItiSbdJmZKIkLtpeunimwsFZFvkipiVVVP4m+DJg/HXaZJXJAfZh0+ojTiVnJmZjTdmWcqXhKCYne4EjR7UN321Ic6IIOKyhreoZKLFTdqUguPJm7dng6+JfcQlVE41VJP4nsjHYrEXhPTZnsZVnabIi+PWSveniQrTWz/njFDGPnjmgK2Zofs3gP04c2iXln0CoaJpTzzVfv0Zg6UjNhi6efRSi2PGmee5PpMFgpY4ov8jWJrL41kdqk/ThToM6F+XZ52sGVtIWHveQoMm82NTdXrMuYjvxzpdt5m2GKJZxngN+DJGmFiZKJVnWjQOyosolmTu8ygc43nQ50GHQ4roBzTKGaLjmIxvSI3P5Ya/0oxIhY03ipnsyYlxmJh2NkFHc6mKio1maJy+M2QHynci2mVUOl5auKfclaSaeJ+r544BlopkNXY2OqkM1WNmJn+1AqnVU4kiyqbCBYuJiIbm46lTmovIqaE6qjT9E2wCSIngdTYrtlE2pJqqaqisWYfqpZ6GR4baxWO7SFLXOqm1ulC6mKpx14uEZmjGeD/JalsBmH+sZT9UA4DHF5fi9a45tSVor3di1oSJ6FSZiNms7RhW0ReLkyaOW0iBF5aOjomLY/iKPep9WckTInKVMUFLjzejs6aQpOJw/wlXFLW5Q0CJsV/llRqrm2WJlkZBURRrSiErstsZHsV2VQwZlgK3lVh4smZpkDTbazbrmV9JcDlLltM4lSB7lNf2s1hpMyy5tEzbtE77tFBbRy65k4iUk1SLGFarF1l7tTzJtV77SBE7kUZ5lkgZtEKrnzU7ljr7lGbrsx07bT07R0jbEyvLtmjLs2rLlXbbtqc4tGI5tk7JsXzrtnKatoB7thY3tzN7WN6Hm3QpWXobgQzamOF6QmrJZn/GnoBSdDCVZ71KjprriFpXqYNHmFEnd2j6lmlodUbHmLYFunsJmWfKNdw5mX1HuKBGnktKqfQlt2o3QWznpIEHunv3dv/iWVHSmnlZymTcWqcHaDVE2q2taH+G54j2eLHXt4hvuo7G2qD5Sai456C9862gSZ28Wnf89VXPSXu0up7be7wm+LGhObL0O3uXy6pmVXo6qFbBCalrSpwxVJ/jW7+oSmX/OThBKqQZZnn5a3xpSK869r2X2KSnhX0SWnVfN1cK2moYGpvbeDcCNLn56p0eqoodNTTlp2quGqirJT1Bal+ZeZqQ677tNVnwtavU+6OB1VrUd6wquKr4Wz2Kin54+IP3O7tyFoM46q1JPGFCPJu5x1fAN7IYOGWkx7oOvKjDWznHhbIkKrxFBngq9pvfp71mGoHgi2V9izxeyohgyqn/+xvHxCemFHy7/UV4ywminwesbTOdDJXDJBzGRPyJ4VnG73vIaHc0/iSNzIeCPHdgh4qDRTVgjGp+ruqDcDiaskpXihWpBvZ3m8rHnTqQJDiqhEisnpNqvCWXNjpdVnbEg+fIYmqDj7i74/q5lnxSPnh+EiXDiFe53WqOonwnSMSKyLovtPiJV7rGkgxPkXddt6tagpqmmmyqxzxiCHbI2AqqABxU8BPMuUmH4pPMv5rKQDQ/nXtkgDak1NeMEoOMdfmWf9qNfuquimx2/rpf7aO5DXKNA2SkztyuQ2e/ygiOBTub9Uy87HqOeumBDwtNCzt8fsuk8Hi4a9t4/igUBAAZkEf/+7Yal7c3y8jVC7T2u7GC68V4a9GR67KuBrNQJbN7O8EVTZUtW7aD67uFm9I0bbSJe9M4jdIzXbRk29E+zcwoErVIndRKvdRMjZJT+7WMBNWVdG9SrW9bW9VYvW87G9RJxNMmV9RGDYpE29VD3dNg3aB3y9WxVNNEfdYj/I5wC9K4a9NuzaUTrdNCHbg4W9dueddqvXBl/dV8bcji56gjTYwxxcF0UpgMZmeouSmPOzrbdZfyGcvPuJdsybAiLLoC3a/7aboGZJi4rJe2SygR5Lqeq7qxmyKah5jU7E+KfYOxZz1nt7qSjajAi5mlvMXvVLyuaYTS15x3t7wG+oO7/23HaWmC36zJE2zNi5xgJovWMFi+GF1QgRjA/6uswqul6Und7cnK/5e+DUyqnhadH8ihcpx8dCzWYl3bJc2d8YyK3n2/PTbNusuh4RuoAxwoM6y8obuICQzDT+rBx6le/mqpO4bbd71+6qgnBnuMrIWM98w/TJa9epY4oaNoyO19vgR+5kutubx9GvjKJ2yI+PLCMcZR6gN//m3ix4ven4OdaOPKj4bKndjC3SzPy8qu/dfERnzdqNXKkJziDs7c3A27exw2Q8x53xpfFjziQpzFi1PeHlp/pHxe4OOc1yzL5zixikfezDms5QzkM7iAQw57oCzfF/jizL3Lrq1VzfgcW/X9XpNsdRVFzN05NbNFv86qOgib20cqq1BeyPMZ334oZXkDoV38vW2GO5fq2L93qyTUxttdo1jny5TdsIQYqXCccIr+qQjaVn2OWcrt5YGu3EpKit1724fudiB+Y2me4PVbhMPr5uvdy96MiFS8zxG8u7KLPcaqgqGugNk4paD+bbj+xniK6Kv108x64mMnZtbaU9psxis8j1lKzrO63JVr450HzmvWTG2myIp2z4mWsIFp7uVe2Onc2ONeqfAMfVfSv7xeje3hz1f3r/XKjaXdQd/YOeGI0KNbjgDb4JpNdQg48BJ9t3X73s6e10J7sdU9RKwmTXgxzd4zIfEU/bdnK/EaL0zPDdN7Ddct0e92DfEXzdLrSLcxa9In7ddxrdIh3daDHe5pHfM7HdhWqbgXv/EfLfNzTfM1n9NNXfRGf/RIn/RbATBZ3fRO//RQH/VSXxdDX/VWf/VYn/Vav/Vc3/Ve//VgH/ZiP/ZQGRAAOw==)

# Элемент <xsl:copy>

Копирует текущий узел из источника в вывод.

<xsl:copy

use-attribute-sets = QNames // Указание этого атрибута объявляет каждый атрибут в каждом перечисленном наборе атрибутов.

</xsl:copy>

# *Пример :*

Следующий код выполняет преобразование идентичности для всего документа. Преобразование идентичности копирует каждый узел источника в вывод, создавая логически эквивалентное дерево. Посимвольная эквивалентность не обеспечивается: сущности при этом подвергаются расширению, а пробелы, не помеченные как существенные, могут быть удалены.

### **XML-файл (booksshort.xml)**

<?xml version="1.0"?>

<?xml-stylesheet type="text/xsl" href="identityxfm.xsl"?>

<catalog>

<book id="bk101">

<author>Gambardella, Matthew</author>

<title>XML Developer's Guide</title>

<genre>Computer</genre>

<price>44.95</price>

<publish\_date>2000-10-01</publish\_date>

<description>An in-depth look at creating applications with

XML.</description>

</book>

<book id="bk102">

<author>Ralls, Kim</author>

<title>Midnight Rain</title>

<genre>Fantasy</genre>

<price>5.95</price>

<publish\_date>2000-12-16</publish\_date>

<description>A former architect battles corporate zombies,

an evil sorceress, and her own childhood to become queen of the

world.</description>

</book>

<book id="bk103">

<author>Corets, Eva</author>

<title>Maeve Ascendant</title>

<genre>Fantasy</genre>

<price>5.95</price>

<publish\_date>2000-11-17</publish\_date>

<description>After the collapse of a nanotechnology society

in England, the young survivors lay the foundation for a new

society.</description>

</book>

</catalog>

### **XSLT-файл (identityxfm.xsl)**

<?xml version="1.0"?>

<xsl:stylesheet version="1.0"

xmlns:xsl="http://www.w3.org/1999/XSL/Transform" >

<xsl:template match="/ | @\* | node()">

<xsl:copy>

<xsl:apply-templates select="@\* | node()"/>

</xsl:copy>

</xsl:template>

</xsl:stylesheet>

### **Вывод**

Далее приводится фрагмент форматированного вывода, усеченный справа:

Gambardella, MatthewComputer44.952000-10-01An in-depth look and her own childhood to become queen of the world.Corets, EvaFa

# XLink - ссылки в XML

XLink определяет методы создания ссылок внутри XML документов.

### Как используется XLink

* XLink используется для создания гиперссылок внутри XML документов
* Любой элемент XML документа может вести себя как ссылка
* XLink поддерживает простые ссылки (как HTML) и расширенные ссылки (для связывания нескольких ресурсов)
* При помощи XLink ссылки могут определяться за пределами связанных файлов
* XLink является стандартом W3C

### **Синтаксис XLink**

В HTML гиперссылки определяются элементом [<a>](http://msiter.ru/references/html-reference/a). В XML же это работать не будет. В XML документах разрешено использовать элементы с любыми именами, таким образом браузеры не могут знать заранее, какие элементы в XML документах используются в качестве ссылок.

Ниже приводится простой пример использования XLink для создания ссылок в XML документе:

<?xml version="1.0" encoding="UTF-8"?>

<homepages xmlns:xlink="http://www.w3.org/1999/xlink">

<homepage xlink:type="simple" xlink:href="http://msiter.ru">Наш учебный сайт</homepage>

<homepage xlink:type="simple" xlink:href="http://www.w3.org">Консорциум W3C</homepage>

</homepages>

Чтобы иметь возможность использовать XLink, мы должны декларировать пространство имен XLink. Пространством имен XLink является:

"http://www.w3.org/1999/xlink".

* Атрибуты ***xlink:type*** и **xlink:href** в элементе **<homepage>** берутся из пространства имен XLink.
* Атрибут ***xlink:type="simple"*** создает простую "HTML-подобную" ссылку (означает "нажмите сюда, чтобы перейти туда").
* Атрибут ***xlink:href*** определяет URL ссылки.

### **Поддержка XLink браузерами**

Браузеры не имеют поддержки XLink в XML документах. Тем не менее, все основные браузеры поддерживают простые XLink в SVG.

### **Пример XLink**

Следующий XML документ содержит функционал XLink:

<?xml version="1.0" encoding="UTF-8"?>

<bookstore xmlns:xlink="http://www.w3.org/1999/xlink">

<book title="Harry Potter">

<description

xlink:type="simple"

xlink:href="/images/HPotter.gif"

xlink:show="new">

As his fifth year at Hogwarts School of Witchcraft and

Wizardry approaches, 15-year-old Harry Potter is.......

</description>

</book>

<book title="XQuery Kick Start">

<description

xlink:type="simple"

xlink:href="/images/XQuery.gif"

xlink:show="new">

XQuery Kick Start delivers a concise introduction

to the XQuery standard.......

</description>

</book>

</bookstore>

Объяснение:

* В начале документа декларируется пространство имен XLink (***xmlns:xlink="http://www.w3.org/1999/xlink"***)
* Атрибут ***xlink:type="simple"*** создает простую "HTML-подобную" ссылку
* Атрибут ***xlink:href*** определяет URL ссылки (в данном случае - изображение)
* Атрибут ***xlink:show="new"*** определяет, что ссылка должна открываться в новом окне

В примере выше были продемонстрированы простые ссылки XLink. Однако XLink становится интереснее, когда необходимо создать доступ к удаленный ресурсам, а не к отдельным страницам.

Если установить атрибуту ***xlink:show*** значение ***"embed"***, то ресурс, на который создается ссылка, будет встроен в код страницы. Если создается такая ссылка на другой XML документ, то появляется возможность создавать иерархию XML документов.

Также, вы можете определять то, когда ресурс должен отображаться. За это отвечает атрибут ***xlink:actuate***.

### **Атрибуты XLink**

|  |  |  |
| --- | --- | --- |
| **Атрибут** | **Значение** | **Описание** |
| xlink:actuate | onLoad onRequest other none | Определяет, когда подключенный ресурс должен быть прочитан и показан:   * onLoad – ресурс должен быть загружен и показан сразу после загрузки документа * onRequest – ресурс загружается и показывается только при нажатии на ссылку |
| xlink:href | URL | Определяет URL ссылки |
| xlink:show | embed new replace other none | Определяет, где открывать ссылку. По молчанию действует "replace" |
| xlink:type | simple extended locator arc resource title none | Определяет тип ссылки |

**Пример выполнения лабораторного задания**

Составить 2 XML-документа.  В одном описать, магазин телефонов с его составляющими: а) название фирмы, чья продукция в магазине, б) вид телефонов, в) модель; во втором – каталог цен. Данные свести в таблицы. Документы соединяются при помощи ссылки.

Мобильные телефоны: марка, модель, цвет / полифония, камера, каталог цен.

**XML-документ**<?xml version="1.0" encoding="utf-8"?>

<?xml-stylesheet type="text/xsl" href="XSLka.xsl"?>

<shop>

<phone>

<brand>SAMSUNG</brand>

<model>s3</model>

<color>blue</color>

<camera>8Mpx</camera>

<price currency="р.">6000</price>

</phone>

<phone>

<brand>NOKIA</brand>

<model>Lumia</model>

<color>Red</color>

<camera>1Mpx</camera>

<price currency="р.">100</price>

</phone>

<phone>

<brand>iPhone</brand>

<model>5</model>

<color>Silver</color>

<camera>4Mpx</camera>

<price currency="р.">90000000000000</price>

</phone>

</shop>

**XSL-документ**

<?xml version="1.0" encoding="utf-8"?>

<xsl:stylesheet version="1.0" xmlns:xsl="http://www.w3.org/1999/XSL/Transform">

<xsl:template match="shop">

<html>

<head> <title> Каталог телефонов </title> </head>

<body style= "background: lavender;font-family:scada">

<center> Каталог телефонов</center>

<center> <table border="1" cellspacing="0" cellpadding="3">

<tr><th>Марка</th>

<th>Модель</th>

<th>Цвет</th>

<th>Камера</th>

<th>Цена</th>

</tr>

<xsl:apply-templates/>

</table>

</center>

</body>

</html>

</xsl:template>

<xsl:template match="phone">

<tr> <xsl:apply-templates /> </tr>

</xsl:template>

<xsl:template match="brand | model | color | camera | price">

<td>

<xsl:apply-templates/>

<xsl:value-of select="@currency" />

</td>

</xsl:template>

<xsl:template match="text()"> <xsl:value-of select="." />

</xsl:template>

</xsl:stylesheet>

**Варианты заданий.**

Составить 2 XML-документа.  В одном описать, магазин одежды с её составляющими: а) название фирмы, чья одежда продаётся в магазине, б) вид одежды, в) модель; во втором – каталог цен. Данные свести в таблицы. Документы соединяются при помощи ссылки.

1. Магазин одежды: город, улица, фирма  / вид, модель, каталог цен.
2. Автомобили: марка, год выпуска, модель / цвет, салон, каталог цен.
3. Игрушки: страна, производитель, магазин, / материал, наименование, каталог цен.
4. Библиотека: автор книги, название, количество страниц / издательство, тираж, год издания книги.
5. Рестораны: улица, название, кухня / зал, меню, каталог цен.
6. Мобильные телефоны: марка, модель, цвет / полифония, камера, каталог цен.
7. Бытовая техника: вид, фирма, модель / крупногабаритные, мелкогабаритные, каталог цен.
8. Строительные материалы: вид, страна, фирма / внутренние работы, наружные работы, каталог цен.
9. Канцелярские товары: вид, фирма, страна / назначение, материал, каталог цен.
10. Продукты питания: магазин, наименование, производитель / группы продтоваров, состав, каталог цен.
11. Мебель: вид, страна, фирма / ткань, цвет, каталог цен.
12. Цветы: название, место произрастания, размеры, / сорт, цвет, каталог цен.
13. Музыкальные инструменты: магазин, фирма, наименование / духовые, струнные, клавишные.
14. Спортивный инвентарь: вид спорта, страна, изготовитель / материал, наименование, каталог цен.
15. Ювелирный магазин: город, название магазина, наименование / изделие, вес, каталог цен.
16. Туристические фирмы: название, направление, вид транспорта / отель, питание, каталог цен.
17. Салон красоты: название, страна, адрес / виды услуг, продолжительность сеанса, каталог цен.
18. Животный мир: континент, страна, название / вес, кожный покров, тип питания.
19. Студенты: вуз, факультет, группа / год рождения, ФИО, средний балл.
20. Киноактёры: страна, фильм, кассовый сбор / роль, премия (Оскар), гонорар.

**Контрольные вопросы.**

**1.**Охарактеризуйте элементы XML- документа, секции CDATA, инструкции по обработке, комментарии, атрибуты, директивы анализатора?

**2.**Какие главные отличия XMLот HTML?

**3.**Как создать шаблон для корневого элемента документа?

**4.**Что нужно сделать, чтобы преобразовать XML–документ по XSL-таблице?

**5.**Как происходит процесс преобразования на стороне клиента?

**6.**Как происходит процесс преобразования на стороне сервера?

**7.**Способ использования SAX(SimpleAPIforXML)?

**8**. Возможности XSLT?
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